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***Задание:***

1. Изучить теоретические основы построения систем с открытым ключом (СОК) и схемы распределения открытых ключей.
2. Изучить алгоритмы оптимизации наиболее сложных вычислительных аспектов СОК (тесты Рабина-Миллера и Лемана, алгоритм Евклида, расширенный алгоритм Евклида, алгоритмы ускоренного умножения в конечном поле).
3. Реализовать следующие функциональные блоки:
   * **Генератор ключей** – модуль, предназначенный для генерации пары ключей (открытого и закрытого). *Входные данные* – левая граница диапазона, с которой начинается процесс поиска простых чисел. *Выходные данные* – файлы close\_key.txt и open\_key.txt, содержащие значения полученных ключей. *Требования по функциональности*: в процессе генерации ключей программа выдает информацию о состоянии процесса (Progress Bar или что-то подобное); пользователь должен иметь возможность прервать процесс генерации в любое время.
   * **Шифратор/Дешифратор** – модуль, осуществляющий кодирование/декодирование текстовых файлов по схеме, указанной в Таблице 1 согласно варианту. *Входные-выходные данные*: файл close\_key.txt или open\_key.txt в зависимости от режима использования; файл pass.txt или pass.cod в зависимости от режима использования. Файл pass.txt содержит текстовый пароль, который необходимо зашифровать для последующего использования и записать в файл pass.cod. Файл pass. cod содержит зашифрованный текстовый пароль, который необходимо расшифровать для последующего использования и записать в файл pass.txt. *Требования по функциональности*: в процессе кодирования/декодирования программа выдает информацию о состоянии процесса (Progress Bar или что-то подобное); пользователь должен иметь возможность прервать процесс кодирования/декодирования в любое время; время обработки для текстового файла размером 10-30 символов не должно превышать 20 сек.
   * **Блочный шифр** – берется из предыдущей лабораторной работы.
   * **Подсистему управления** – модуль, обеспечивающий частичную автоматизацию следующего сценария (эти пункты отмечены звездочкой) разбитого на шесть этапов:
     1. Пользователь создает в текущей директории две папки Sender (имитация отправителя) и Recipient (имитация получателя), копирует в эти папки разработанную программу, а также исходные данные: в папку Sender – файл pass.txt и файл message.txt.
     2. \*Запускает генератор ключей и распределяет ключи (файл close\_key.txt кладет в папку Recipient, а файл open\_key.txt в папку Sender).
     3. \*Запускает шифратор в папке Sender, на вход которого подает файл с текстовым паролем pass.txt и файл open\_key.txt и результат кодирования (файл pass.cod) сохраняет в папке и Recipient.
     4. \*Запускает дешифратор в папке Recipient, на вход которого подает файл с закодированным паролем pass.cod и файл close\_key.txt и результат декодирования (файл pass.txt) сохраняет в папке и Recipient.
     5. \*Запускает программу блочного шифрования в режиме кодирования в папке Sender, на вход которой подается пароль (файл pass.txt) и исходное сообщение (message.txt). Результат кодирования (файл message.cod) сохраняет в папке Recipient.
     6. \*Запускает программу блочного шифрования в режиме декодирования в папке Recipient, на вход которой подается пароль (файл pass.txt) и зашифрованное сообщение (message.cod). Результат декодирования (файл message.txt) сохраняет в папке Recipient.
     7. Пользователь сравнивает полученные результаты и если файлы message.txt в папках Recipient и Sender совпадают, то процесс кодирования считается успешно завершенным.

*Входные данные*: перед запуском управляющей программы папки должны содержать следующие исходные файлы с данными: в папке Sender файлы pass.txt и message.txt, в папке Recipient должно быть пусто.

*Входные данные*: после успешной работы программы в папке Recipient должны находится файлы close\_key.txt (закрытый ключ), pass.cod (закодированный пароль), pass.txt (расшифрованный пароль), message.cod (зашифрованное сообщение) и message.txt ( расшифрованное сообщение).

*Функциональные требования*: каждый шаг сценария запускается отдельно, для того чтобы можно было проконтролировать процесс обмена информацией.

|  |  |  |
| --- | --- | --- |
| **№ Этапа** | **Что добавляется в папку Sender** | **Что добавляется в папку Recipient** |
| 1 | pass.txt, message.txt |  |
| 2 | open\_key.txt | close\_key.txt |
| 3 |  | pass.cod |
| 4 |  | pass.txt |
| 5 |  | message.cod |
| 6 |  | message.txt |

1. Реализовать систему шифрования в соответствии с вариантами указанными в Таблице 1 (*А – Алгоритм СОК, В – Способ получения простых чисел*)

***Дополнительные требования к лабораторной работе:***

1. Паролем может быть любая последовательность символов (русских и английских, цифр, знаков препинания и т.д.).
2. Программа должна быть оформлена в виде удобной утилиты, позволяющей работать с любыми файлами.
3. Программа должна обеспечивать шифрование файлов произвольной длины.
4. Текст программы оформляется прилично (удобочитаемо, с описанием ВСЕХ функций, переменных и критических мест).
5. В процессе работы программа ОБЯЗАТЕЛЬНО выдает информацию о состоянии процесса кодирования/декодирования.
6. После завершения работы программы выдает информацию о скорости шифрования / дешифрования (символ /сек)
7. Интерфейс программы может быть произвольным, но удобным и понятным (разрешается использование библиотек VCL)
8. Среда разработки и язык программирования могут быть произвольными.

***Задание по варианту:***

Алгоритм СОК: Алгоритм RSA

Способ получения простых чисел: Тест Рабина-Миллера

**Алгоритм RSA**

В основу криптографической системы с открытым ключом RSA положена сложность задачи факторизации произведения двух больших простых чисел. Для шифрования используется операция возведения в степень по модулю большого числа. Для дешифрования за разумное время (обратной операции) необходимо уметь вычислять функцию Эйлера от данного большого числа, для чего необходимо знать разложения числа на простые множители.

В криптографической системе с открытым ключом каждый участник располагает как открытым ключом (англ. *public key*), так и закрытым ключом (англ. *private key*). В криптографической системе RSA каждый ключ состоит из пары целых чисел. Каждый участник создаёт свой открытый и закрытый ключ самостоятельно. Закрытый ключ каждый из них держит в секрете, а открытые ключи можно сообщать кому угодно или даже публиковать их. Открытый и закрытый ключи каждого участника обмена сообщениями в криптосистеме RSA образуют «согласованную пару» в том смысле, что они являются *взаимно обратными*, то есть:

![\forall](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAPBAMAAAAizzN6AAAALVBMVEX///8MDAx0dHS2trYWFhaKiopiYmJQUFCenp4iIiLm5ubMzMwwMDBAQEAAAADX/TjDAAAAAXRSTlMAQObYZgAAAFZJREFUCB1juMAABBcYTgNJrgkM7UCKLYCBBUgBMXsDA4MtAwP3ExeXx0ARLwYuByClxsCUAKRYGFgWACkeg51AkoHjQimIYpASAFOZBWBq3QYwxQEkARe6DXhfU0biAAAAAElFTkSuQmCC) сообщения ![m \in M](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAAPBAMAAAChCwpBAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAASNJREFUGBl1kDFLA0EUhMe75JLNZTfXCfbaWGhplxRBLBSCZbCQoJ3g/YQrItgI+wsSWyv3B0Q8wSKFRQgIFhZXGgh4SoSIKL630SAap5j93sxbWBaYrc4z55fr0ewayJ9TIw71fz38R7rrN/70w2o1sKFsrwJrS78XmvvfiSwZYPBBo7pXF2cnnYQbschu1XICKPeV2M91cWCyKcfFhN1qUIhxNBcSP5QSXGOy4Hy1dPS8CkwmJtJlYBmyQoj6MUkzoSdDV/M7gAWIMTIB4/YNyYbCqLSFcsTpFlSIdsQXCzxbqSg7Npi3/AIvRj+f0FCskVlJiPcaNpndFI7BlWQWG+wsD3gC3hj9GDmNnVtmNO/sAW+li1OxN9qdjD98+tXT7BPkEEeBx+UVawAAAABJRU5ErkJggg==), где ![M](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAOBAMAAAAyKEr9AAAAMFBMVEX///8EBAS2trZQUFCenp5iYmKKiorm5uYiIiLMzMxAQEAWFhYMDAwwMDB0dHQAAAAQatRoAAAAAXRSTlMAQObYZgAAAIxJREFUCB1jYGB4+4cBCN7vmgAkOfuBBPv6ApAIXz5QhG8NiMnAWu/AwOB5CsLmf8DAkP4NzC7jMWBgY/kOZqdzXGCYxCwAZgdwbWB4wH0BwmYVYCkA6QGa/IDtQxmDP9BcBga2CUw/HzAYgpgMrAzsXxUY9oLZXAwMnxkY/oHYXOdvMjSwr/69gIEBALWNIiA1ebeNAAAAAElFTkSuQmCC) — множество допустимых сообщений

![\forall](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAPBAMAAAAizzN6AAAALVBMVEX///8MDAx0dHS2trYWFhaKiopiYmJQUFCenp4iIiLm5ubMzMwwMDBAQEAAAADX/TjDAAAAAXRSTlMAQObYZgAAAFZJREFUCB1juMAABBcYTgNJrgkM7UCKLYCBBUgBMXsDA4MtAwP3ExeXx0ARLwYuByClxsCUAKRYGFgWACkeg51AkoHjQimIYpASAFOZBWBq3QYwxQEkARe6DXhfU0biAAAAAElFTkSuQmCC) допустимых открытого и закрытого ключей ![P](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAOBAMAAAACpFvcAAAAMFBMVEX///9QUFAWFhZ0dHTMzMyenp4EBAQwMDDm5uaKioq2trZAQEAMDAwiIiJiYmIAAAA3YukbAAAAAXRSTlMAQObYZgAAAGJJREFUCB1jYGB4+2f33lsMQMD1k4Fh/gIgg+8HAwN/AZDBewDIuABksG1gYIh/AGT4GzAwXALSDPYODN03QIz6dw9FQTRDLphkYGD5B2Uw/4Iy2BOgDDaQWUDAff+0A4gGAMbIFtgNFVe5AAAAAElFTkSuQmCC) и ![S](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAOBAMAAADpk+DfAAAAMFBMVEX///8EBAR0dHQwMDC2trYWFhaKiooMDAwiIiLMzMxiYmLm5uaenp5AQEBQUFAAAACpiLHeAAAAAXRSTlMAQObYZgAAAGBJREFUCB0VxSEOglAAANBXdBM2i0cwmNwsdAqZYKRwCu/gZjBbvQNjJo4AVeEKJJoBPq887Mf+w+4uurF58ifDhVOoJH+EieZDul510xpXtqE3r9CXI3FB0qhT2vPwYwFkgRJ+0O6G1QAAAABJRU5ErkJggg==)

![\exist\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAAG1BMVEX///8EBAR0dHQMDAzm5uYiIiIWFhYwMDAAAADL7eFfAAAAAXRSTlMAQObYZgAAACdJREFUCB1jKEtLSwtgAIEEnCSLi4uLAYNqaGioAE41IIkEBpBpAgCX2QmlV3yA8QAAAABJRU5ErkJggg==) соответствующие функции шифрования ![E_p(x)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAWBAMAAAB02QKfAAAAMFBMVEX///+Kiop0dHQEBAQwMDBQUFAWFhbm5ubMzMyenp62trZAQEAMDAwiIiJiYmIAAAB2Iha0AAAAAXRSTlMAQObYZgAAAUZJREFUKBVVUL9Lw2AUvKaNSfoj6Z/QTVCQ7C6hq4NZBMcsDjplcJYgjg5Z3TK5OBi6FAxKdpe6iIKlwcVBxDpZQdB735eCHnx37+4lL+8L8A+WdrX8ae3q2shE376LYjZXiZsqAcai7S/ALlVyoph0KIX7ScqlwoNiUkde7UWkigd2JCxoT0heyDgR64bCCj75MrVy7Xp9Prsxfg6ARybvW9sVhWgmwDGmxgK4ob2Hm1EIL5aP7SEDdmg3YcCWHB5PDG4PvHKVD1hwxagGnLmUbBhyjTMxahTMiG/JqJbPKDi6W0/RzYBsJbQGwIirBGxWg33ertVHY3FaydwDdGa3xfVPHPtOCSOHPVwdvrAhYxSciRnAKmsHJ19WZthNgKulbdFo9EYSqr8twYVOyU1VNQZKuGWtwLmu1rS4vImG9ZQuy1p/AXybR3Gh3qfzAAAAAElFTkSuQmCC) и расшифрования ![D_s(x)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAVBAMAAADyTXAxAAAAMFBMVEX///90dHQwMDAEBATm5uZQUFDMzMyenp62traKiooWFhZAQEAMDAwiIiJiYmIAAAAFYLcWAAAAAXRSTlMAQObYZgAAATxJREFUKBVVkLFLw1AQxn9JY5tam1pwcNLU2aGTgy5BcHAyiw5O1bmif0LA0SX+B10E3Sp0EKpSuro46aRWcBPBQSuignd5SdGD++77vnvv3iXwLxyj0vKntWG4FWl9+e5enBjD2zOVjlb3A5ph4mynPstKvDcoDBPrJmuU9Gq5J/CuVr6lqOFeC+TaAn2VnhmotC65Gwv8qCoLc2c6jz7cipwNwPkSQq4BW9xZ8uClyHnJ4qcAlQAGHBHBusglSftVgIpkgGwPz7KKHl4LVWmDQnJGGpZ8BudqJaMYa8ktHWX35IkFqFaZiCAaD51JOJVVfNgMcPwd7JjisDnwgGNKD1fduVgWXgyx2uRrU7UnadQl01i9x+llotDOGPscwlkm7UbGWKkOMH9brYORb0hR9knCT+uoTBvmBfwCuAQ+fbm1VZsAAAAASUVORK5CYII=), такие что

![m=D_s(E_p(m))=E_p(D_s(m)).](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQUAAAAWBAMAAAA7jZQjAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAA3NJREFUSA2VVktoE1EUPf3kM00maXeiLiqiCG6CCxduGkEXCkJXLkRooFiwRshKFLoYpEs/wYUVKTRoEd3YbOzGFqMIFqQ1fsEqmF3FIraKYEGr577JzHszbdp44Ly5590z573JTCYBmoAV9GgplVZBl6vC3aJvkkorf7pRsSXY0DLRCwgbQ3uVp8XxrQ9YCRvDntg9MF5z+3YGED34V2mRHk6zEAYQ8ppRr7UxWgSEG6Avg/gOt39JDtS4qLSSbgejPAqDCHl1VLyijRZr4Qb4xC32OMpwV0bRUS1VxRnuTBhEyKujOhzD2M9a2Bi32Ep3Sj+elXGctKVwpVREpOSSpYGQV0cNGyacoBA2xjm2WivSt9VOlrmDuJZSCQp1KuENIa+Oeuk55BirE0h9TE3fuzxVk1kD8VWKdElmOmocIj9wXYQrv1YW5298mKO6Xad0PAS9MKLum+t18B4K+dWKzSBfjiyxjB4SHFVRiRUexnJSxxwO9u/8HxGuLA850efoozpbp3lu0Asj6ry5XrTKJUngc7qGp1B7EOkh2c3qW01kusihI4u3IpRMOatIZtUeujgjNBHwAkYUL0yv19IJCPmq6gH2ws6aIaxjOQ4v1GRaRuoyHKkorbYltJbxhupdndLxEPAGopbM9ewcP16S2ArrF9rVfpR2h6s1LrWsarUH6iKqokW2lDDm4CCr9fYQ9MKI4h70esYejiFVYGIx+Dw8Et3NU+r3QnRbxpPtVSxw6/wx8O6F+TwEvTCi5CHz19P3Aj8RreBVvMa2gSesFxwkHpbR2sv6GZm05hf7lUz3Ig+7+wpwhvNCE0EvjKhdtPnrRcu8TJIXp27tY9sMYT3ED/wI38PxEpI1V2M20Z4ZVlI9Q8nOKnCYPaEJnmt4zag5c712Xhs5UkWiglgRJ+sPvRc1+H0gzxMwwnueyAHUAxMrVgz7lJwCLiAyy5ACTUIDIa8ZNck0f736O4p72BjWlyqsbt9zANtNyavKufQdugh7JeqabgP7KYSbIFJIlYFTvqsLe0zJR8Rx6Tt0EfKqqGiv7mOGtXATWNum6Rj1XXcmGaIlcJwt4ToIeVWUVdHGSI6/AGRzkM/CRUEOWgIVauE6WOMVz6I2JlkKm4T3lyuSVSd4kq+5ost1ctZ4lcf44/eeE8L/xM2dzZ/wH95/G/ccIAV3QtkAAAAASUVORK5CYII=)

### Алгоритм создания открытого и секретного ключей

RSA-ключи генерируются следующим образом:

1. Выбираются два различных случайных простых числа ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAANBAMAAACN24kIAAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAFVJREFUCB1jYHh7YO9qBgaGCe0JrAkMbA7RDMwXGBjYPjHwT2Bg4DVgyH/AwMAjwDAVqIR1A4MtkMqfwHkASF1+eRdIMhwEEQxgCaC2b2DOjj8OQBoA4+sTexM9h3sAAAAASUVORK5CYII=) и ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANBAMAAACJLlk1AAAALVBMVEX///8wMDAMDAwWFhbm5ua2trYEBAQiIiJAQEDMzMxiYmJ0dHRQUFCenp4AAADhN1cWAAAAAXRSTlMAQObYZgAAAFBJREFUCB1jYOA9vbKBgWE7w7QFDKxPGPwCGNgLGO4xMPBtYDjOwBAXwGDDwDDPgeUtAwNTAOMDBgbW7hUGDEDAfABE8l0AkXEOQIJDT5QBAPIoEC7gruuEAAAAAElFTkSuQmCC) заданного размера (например, 1024 бита каждое).
2. Вычисляется их произведение ![n=pq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAANBAMAAADh3dsNAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAN5JREFUGBlj4LvDt/sUAwpg3cO37QEDa/auBAZuznaGYyDJJiUQMACyeJlMGKYwPGIovMAQsv4BgxmKVgZ3zgcM0ixfGNYXMDDEMzDMQ5Vl8F/A8JfHACTDkMzA8gtNdiMDy1f+C0AZBgZdBjYFkCzCXoYTDLwT/AMY1ICi3xkYN1wASSPAPKCQvwPXVwYG1g8M/F4bEDJAFstfhjsMjAE8HxgYuBsY2O6iSDJwi97ewMDSfUMBVRjK42kAM5gSoHxUihFiEX8AqjCU5+8AZtQvgPJRKD794yA+h/wRBgDQsDIBjPeQlwAAAABJRU5ErkJggg==), которое называется *модулем*.
3. Вычисляется значение функции Эйлера от числа ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAERJREFUCB1j4LvDt/sUAwM3ZzvDMQaGkPUPGMwYGBjiGRjmAalkBpZfQEqXgU0BSH1nYNxwgYH1AwO/1wYG7gYGtrsMANfkDo13AqZFAAAAAElFTkSuQmCC):

![\varphi(n) = (p-1)(q-1).](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALwAAAAVBAMAAAAOdJm+AAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAAArtJREFUOBF1VD1oFEEYfZe7y13ubu+uEwUhhY0gGhG0EVnBUjDBQpAIEaOtV6kokhMUf7jiCm2PqyxE0Eb8aVzQWAjGRRsFMauJaKEQywhR3zezMzu72bxivve9N/PtfLOzCxh4MQmNkMQcScx4Rb5rypkq+2KybAQbix1LU6TpS7qBq007vzyMaWPdbo7bSQ75RP5G8jzXmnbBBcO8rmFxrGQF0SsnOXwQ0uWQgTUTfZOlry3TpJBzNl5PyjeGQI6bmLZSZcbSg5Zpci6T6/QKQ6kN5LrGtCvLE5bWLdPkaCbXqVTAQyDXNSan/ALePkOhD9zpDqZCtjuUlQk2A7Wpj0tRoghTFbYAdFE7cCwQzcKYvLx9VL/fRb0DRE86jQme6CSnvTojaMuCx0B5dKsEF6rCvHLxBZdkTQJjciVwG8WwFWKss4pqwIvMR7hYAw7V+zjtavHu9wB0S2tY9FOuKk9TlY/QRIt91FZQj6gEoidYAcK5EI+onBdcVpaqMA3QLbTxIN+U8rUOB5ZHsQ2WySuPr6is8o7fEFzLlm9F2J1vsia3jnvg4WB0Env5q1CH45w920cPTW7Themf7hEfp1wrOTmg6hdRCzDiAy0fO/kqGhFS2MbsqTw7BVV+AaA7F3p/Up6+VjR54ju+XezxKX3IAa59ZhN+eu5NNv6XtyMNVX4WoDviV/Nam4XH9/X++e8h0AyAH8A895j9rH7S3b6U2fz+fy9C9VnRLS1Mz8CFMaU8xsXx1CgM99WYDO/YW5CkDqtRpsuGJxw1pmISlXEVXqpRhuuWadLwMdLPaDqtdvimfPLWUAvuKCZR7qogP1eFUhATE/iHXtRTjWLiYRK6vDuhkZIoJlGIVBjTgQehUncYjJ295eaWd4UN2MGuq1azpGuZIstxeiItM2v66yQllNWeN3C1+R9DfK0Bc5aungAAAABJRU5ErkJggg==)

1. Выбирается целое число ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOA9vYqBgWElAwcDA3sCwx0GBlbv3QYMDHxAzMCgdwFE8hUw8AowcCxgqAZyunZdYAAA/HYJwBQ7cVcAAAAASUVORK5CYII=) (![1 < e < \varphi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAVBAMAAAC+p33JAAAAMFBMVEX///8MDAx0dHRiYmIEBASKioqenp62trZQUFAwMDAiIiIWFhbMzMxAQEDm5uYAAADlrOvTAAAAAXRSTlMAQObYZgAAAblJREFUOBGVVEEoRFEUPfyZP3/G/D+yVz+SlDTZKAsbpaxMLCxsZiELkllqsrAnzc6Gmg0rSizI6q+UJFOKheJnRVnYDKXIee+/92ZEmLt497xzz3n39v7rAw2Ep7RhAx4hXVX6bpG9itr9may8krghwVlZ7f5Mp1rhlYDHmzrfk66YXM/sGPaKKFk22/NDAxWoZ9J7plokqvlOt01BgS+MtWzKMSLjK64rfrEzGyHN9AF3I0jlgInS+GAIpPI13+yGslklVCTUjJdDsncOsQDwRwN3GXB5sOo3datsmEaCJcAwFjAJJ8yEiAdVJHmoQ0HkSwwLqYzjji6Rawx9PpqR4be2nxHzAYte1c/alyYuVQUMY8EOYAkfnDIuwi8+NB+QYHivMnHRjMNmmAHnREsWK3yltTkpix+xwHgBliTQTLLgwK6gqQBkCmjj2K5v5qTS3g2E/hK2LzIjYrz2zpNNCnPAAvBxz7YFOHfva5GIV7ElkNs/oAnFPIy95Tk2L6OHx2YB8d3/E61C5MlVyuf/YwLSkePaqPUTMcTPgC9IxKOuJioa/Z5TvqzHo8Qb+l3+rSr/D2SHgE9F1mDEiEfTfQAAAABJRU5ErkJggg==)), взаимно простое со значением функции ![\varphi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACcAAAAVBAMAAAA3P+qgAAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAAAQZJREFUGBlNkLFOhEAURQ8iLgvMYme7H2DMVtriH+AHmPgJlBsb6WwsKLQ1VBbGxNbYSKGNjSQ2VoZijTYmWlqYeAeBLMmcd+by3gwB+sd0UveBrTvdZrEUemW3iZZa532DyXuDjUEfBxsdDLo7mDcbNJR9wtMtTgFn+fmebnFKTIH/fkGYQXOTRRqIUjw4xa3jmnH2g1+BO7Nhw4QYTPBF2IBXKQwyQSHuOkc6U6GrNi7ROGsp2/oDGvcTl6BiJYE4YUunRQ1m8+3wBPwCruH3VQN6/3z3XcKkgg94SMF+PFML09IaV1qjqTXuW1oca3m5NV5aCquV4DQCjP+Lrmy3HRZd3Yc/Fig1iwegHjgAAAAASUVORK5CYII=). Обычно в качестве ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOA9vYqBgWElAwcDA3sCwx0GBlbv3QYMDHxAzMCgdwFE8hUw8AowcCxgqAZyunZdYAAA/HYJwBQ7cVcAAAAASUVORK5CYII=) берут простые числа, содержащие небольшое количество единичных бит в двоичной записи, например, простые числа Ферма 17, 257 или 65537.
   * Число ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOA9vYqBgWElAwcDA3sCwx0GBlbv3QYMDHxAzMCgdwFE8hUw8AowcCxgqAZyunZdYAAA/HYJwBQ7cVcAAAAASUVORK5CYII=) называется *открытой экспонентой* (англ. *public exponent*)
   * Время, необходимое для шифрования с использованием быстрого возведения в степень, пропорционально числу единичных бит в ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOA9vYqBgWElAwcDA3sCwx0GBlbv3QYMDHxAzMCgdwFE8hUw8AowcCxgqAZyunZdYAAA/HYJwBQ7cVcAAAAASUVORK5CYII=).
   * Слишком малые значения ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOA9vYqBgWElAwcDA3sCwx0GBlbv3QYMDHxAzMCgdwFE8hUw8AowcCxgqAZyunZdYAAA/HYJwBQ7cVcAAAAASUVORK5CYII=), например 3, потенциально могут ослабить безопасность схемы RSA.
2. Вычисляется число ![d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAOBAMAAAALT/umAAAALVBMVEX///9AQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABchOHyAAAAAXRSTlMAQObYZgAAAFNJREFUCB1jYGBg4D0HJIDgNoTaC6FegSmuB0CK80bvBiBVzZB3gYGB7RkD3wIGBtYNDOuAYnwNYG15CxhA2vwSWF4xMzAwLeB9shKoUrjhrgEDADvME9E0TkFKAAAAAElFTkSuQmCC), мультипликативно обратное к числу ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAJBAMAAAASvxsjAAAALVBMVEX////MzMzm5uaKiooiIiIWFhYEBASenp5AQEAwMDBiYmJ0dHRQUFC2trYAAAAxgQZnAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYOA9vYqBgWElAwcDA3sCwx0GBlbv3QYMDHxAzMCgdwFE8hUw8AowcCxgqAZyunZdYAAA/HYJwBQ7cVcAAAAASUVORK5CYII=) по модулю ![\varphi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACcAAAAVBAMAAAA3P+qgAAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAAAQZJREFUGBlNkLFOhEAURQ8iLgvMYme7H2DMVtriH+AHmPgJlBsb6WwsKLQ1VBbGxNbYSKGNjSQ2VoZijTYmWlqYeAeBLMmcd+by3gwB+sd0UveBrTvdZrEUemW3iZZa532DyXuDjUEfBxsdDLo7mDcbNJR9wtMtTgFn+fmebnFKTIH/fkGYQXOTRRqIUjw4xa3jmnH2g1+BO7Nhw4QYTPBF2IBXKQwyQSHuOkc6U6GrNi7ROGsp2/oDGvcTl6BiJYE4YUunRQ1m8+3wBPwCruH3VQN6/3z3XcKkgg94SMF+PFML09IaV1qjqTXuW1oca3m5NV5aCquV4DQCjP+Lrmy3HRZd3Yc/Fig1iwegHjgAAAAASUVORK5CYII=), то есть число, удовлетворяющее условию:

![d e \equiv 1 \mod {\varphi(n)}.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKQAAAAVBAMAAAA6DViiAAAAMFBMVEX///+KioowMDAMDAzm5ua2trbMzMwiIiJiYmJ0dHSenp4WFhZQUFAEBARAQEAAAAA30ffnAAAAAXRSTlMAQObYZgAAAmdJREFUOBGtlT9oE3EUx79JLsnlcn+yCHYLgjoINYiDLnJYEQTRW6QgRQ/FDg4mi0q2Qwqt4BDEPwmI3qpCk0VE7BBUBKlKdRIHm0VtRTBiaaGD9r1f8kvukg6a+Ia873v3+37yfu8IAf5HKG2IPQTsnBMyv2xXN2XXXJQqmI8Fi179phbsqH67Mm3ZnpcikBOPA0Wf1EPIM/K5kpVqTopuVkb/AXmp4/sm1boUwbwzWPTq0JSJ7sjj7YNas9fB9d8j1XrHbwilLV+rIf5qhotdTzkeiX4IOf5uZHqyUgQmyi+AC1fvtAa7Afz4iGQG2JodmbaBpM/e28jXcQUm62CEkPjkmkXkba2GMTu+F2mBVDKI3noIwwVK712zDpgeIeKrsHxtAROkQxFG7oHapINGBmY25qG1SxXYAt22bETcn4g2AL1OjGQBVaSLFRoeODzJ4bLs2eU+qAuErLpINfN+F1lCChag0PswSoDaIKflYR6WAALPtnFsZ2I/MkfIezZSq1Wng9RcqIyEXqC1tJF5B3PKcYch4QhfnKZkpJjytJxSpxHxAHRxpGky+qWLi+dtZT1l+Yi7YeLmUxq0ywLt0qzx6aijQ2sgRgNZDvbTas0StWOOvnLC9HCfz3y9zHGR5ebISA1nXS2HMYFUDpTPjxI5A3ofWDlCwzrKB8SXp157WCrTN9GWD3HYLN/++S4ya+DUr/rz3yd3P8HszBeqKnfXXG4fXVzzgVQDuA4seYABQg4XObYr4lOAZofDkTvRgn3ugHZ01KBCzQrnQemPN6QaOCdLwhppJXpRA5P6jPIPYoqfbABflJZD1YDj7AAAAABJRU5ErkJggg==)

* + Число ![d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAOBAMAAAALT/umAAAALVBMVEX///9AQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABchOHyAAAAAXRSTlMAQObYZgAAAFNJREFUCB1jYGBg4D0HJIDgNoTaC6FegSmuB0CK80bvBiBVzZB3gYGB7RkD3wIGBtYNDOuAYnwNYG15CxhA2vwSWF4xMzAwLeB9shKoUrjhrgEDADvME9E0TkFKAAAAAElFTkSuQmCC) называется *секретной экспонентой*. Обычно, оно вычисляется при помощи расширенного алгоритма Евклида.

1. Пара ![\left\{ e, n \right\}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAUBAMAAAA5EaOUAAAAMFBMVEX///90dHRiYmLm5uaKiooMDAwWFhYiIiIwMDAEBASenp62trZAQEBQUFDMzMwAAAAX4GeTAAAAAXRSTlMAQObYZgAAAPtJREFUGBmdkKFOw1AUhj/WpStdKR1BIEsmEDOAxEEygeQFsLN7hD7D1DKeYIKwoDCQBouZQtcgCSQMA4b/3JZsKagd8Z97/u/ek3Mu8PpELW67ZoRXNVvldCYJsr+glctr/QfMWxPc76R6DGfZ6cFh1cXPoZEhVSTjIppXA00LjUdbJTSLBUEOba1wdylj0Nk1Hy98ZzPR4UVL99Vz4WzJ1pA31fFEZ3+O9/0L/JRnD6KhDNvjCx4c255x0aimMvBImMQjoRv4OFoB0X6P+FNgT5fSFSALNpw6sS7Lv2rWQGATWJyUydTPJW5mZVKTMs4Ly8e9slrqdRd+AJEhNVbR/ouPAAAAAElFTkSuQmCC) публикуется в качестве *открытого ключа RSA* (англ. *RSA public key*).
2. Пара ![\left\{ d, n \right\}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAUBAMAAADW08iqAAAAMFBMVEX///90dHRiYmLm5uaKiooMDAwWFhYiIiIwMDAEBASenp62trZAQEBQUFDMzMwAAAAX4GeTAAAAAXRSTlMAQObYZgAAARhJREFUKBVjYGB4e5oBDXArGYBEuGaDxU9+QJKGiHE0gIV4E5BkGGpAHPYGsBDbBTAFJSpANFSGfwFUEEwhy6xHlmBAyKwRugaWYdFgESoGssAybAcYGBgL+P6CZRg5+xjOAlkdIN7KBwwM+x8w/AKxGfz4HRh6gPTODQwMO+KAjHIGLoh3DIDWTQQK8MUApVwNGBg+McC8c52B7zNQ5uUCIAH0CN9vIAlUAARJQDVA1nEQG+gfoDL7BQIgDsNvBlYBBajbQD6NZrhvveElUARoHb8xUA3cP3uEbC8xvA8AOr+BgUcJqBUuA2QDAcQ8MBNNxgEsiJDhKIAKMC9AyOSAmHyzoAJMCAmWeWC2kTZCCMLiumTAwAAA66o9w3+eDkAAAAAASUVORK5CYII=) играет роль *закрытого ключа RSA* (англ. *RSA private key*) и держится в секрете.

### Шифрование и расшифрование

Предположим, Боб хочет послать Алисе сообщение ![m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAJBAMAAAAmxto/AAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAF9JREFUCB1j4LvDt3vl3DsPGBh4OcoYjm9ga2BgCJn/gGExA+sHBgaGeAaGbgamBUCWFgPnFwZGBSBLloGvgWG+A5D1jYH9AMNmlgCQWuYNDOVMDAzcBQwcExhyrjAAAF/aFj8q/GVCAAAAAElFTkSuQmCC).

Сообщениями являются целые числа в интервале от ![0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///90dHQWFhaenp4EBAQwMDAiIiKKiooMDAzm5uZQUFBiYmJAQEDMzMwAAAD33mxLAAAAAXRSTlMAQObYZgAAAEJJREFUCB1jYLizewEDA2cnQxkDA1cAA4sBA8cGBrYDDHwFDKwKDPcKGHgcsJB8AiBZoEqmA1BdnL0gExjuSC9gAAD5VhFF2a8hNAAAAABJRU5ErkJggg==) до ![n - 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAPBAMAAACCUFuUAAAAMFBMVEX///8MDAy2trYWFhaenp5QUFBAQEDMzMwEBATm5uYiIiJ0dHQwMDBiYmKKiooAAADb8Dx7AAAAAXRSTlMAQObYZgAAAH5JREFUGBljYMACpmERAwqxW2EV5zyGXZyB4RRW9RBxvjt8e1eiyYPUc3McZ0jFIv6c/wHDMSziE/wZGLpB4uUgUAlWAbY3ioH9J5DHfgYEziLEbRlYDSaAuXACrP4TA+OGC3AhuHqWDwz8MzdginMfYGC7iyoc9j8VzWCEPACe6yQX7VlsDAAAAABJRU5ErkJggg==), т.е ![m \in \mathbb{Z}_{n}\,](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAARBAMAAACY12mqAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAASxJREFUKBVjYMAGtvz3Wr+qAJsMVEzkAkMY9wY8Ck4zMKychU2e74iLI0j8AAPvhlQsCjjcAmCis1gToEy+O3x7V/bueQDiToLLM6RyTYAq4GY/wZCzgfUDiHsOKsbAwJqwG8Z+wf+A4QgDRIECTJCBa+YCGHuCPQODNgOvA5DPuqKjo6MTLLGbDWGbFAPnDwYWAZACnTNnzgB9yMDAuSCGgWEaWCkDgy8DXwHD/AaQmxZAhRjYAlYyMDyE8r4ysB1guMTxAMg9CsRgEMZ3gYGzeu7SvQkMDMwfGJg2MBzkBUlMaQCRQLCSi4Eh5OgGXYYPDAzcBxjYJzDEXAWJc/g2gCgGviqnVYu+aM4s4FAA8xEELKghInwLeEFuxw3YLjB145YFynA18GxmAABv/kkp3UJLhAAAAABJRU5ErkJggg==).
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|  |  |
| --- | --- |
| **Алгоритм**:   * Взять *открытый ключ* (e,n) Алисы * Взять *открытый текст* m * Зашифровать сообщение с использованием открытого ключа Алисы:   c = E(m) = m^e \mod n ~~~~ (1) | **Алгоритм**:   * Принять зашифрованное сообщение C \, * Взять свой *закрытый ключ* (d,n) * Применить закрытый ключ для расшифрования сообщения:   m = D(c) = c^d \mod n ~~~~(2) |

**Тест Миллера — Рабина**

**Тест Миллера — Рабина** — вероятностный полиномиальный тест простоты. Тест Миллера — Рабина позволяет эффективно определять, является ли данное число составным. Однако, с его помощью нельзя строго доказать простоту числа.

Свидетели простоты и теорема Рабина

Пусть ![~m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAJBAMAAAAmxto/AAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAGBJREFUCB1j4LvDt3dl754HDAzc7CcYcjawfmBgeMH/gOEIA4g1wZ6BQZuB14GBgUGKgfMHA4sAkOXLwFfAML9hAgPDVwa2AwyXOB4wMH9gYNrAcJAXaMoBBvYJDDFXGQCaWhhuOtJdRAAAAABJRU5ErkJggg==) — нечётное число большее 1. Число ![~m-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADMAAAAPBAMAAAC7N+rPAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAJxJREFUGBljYMAOpmEXBopyeOGS4jyGU4qB4RQuXRApvjt8e1f27nmApgqki5v9BEPOBtYPWKRe8D9gOMKAVWqCPQODNgOvA0hXBwh0gvWDnSHFwPmDgUUAKMBxBgTOIqR8GfgKGOY3TACLwAmwrq8MbAcYLnE8gIuCGSAp5g8MTBsYDvKiyoC9zH2AgX0CQ8xVVCmx/4loNqDIAwA4QixbpMsxaAAAAABJRU5ErkJggg==) однозначно представляется в виде ![m-1 = 2^s \cdot t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAAQBAMAAADXDV0hAAAAMFBMVEX///8AAACKiopiYmIwMDB0dHQiIiLm5ubMzMwEBARAQEC2trYWFhaenp5QUFAMDAy7YVeaAAABWUlEQVQoFWNgIAGwhgYQVs2+AE0N76pTBQwlHAlowli4PehqNjOwfWCoPAdXyv0BzkRllKxB17qAgUOYgV3NAKaO7wCMhU6zJKCJSDEwiHFPYIL7lecBmgI4F0PrFwaGaexPg+EKGC8wMDCZMAWnN4cowAXBDAytDAwcckhKbiWu2sDAyunBsCSAWwBJHMiEaOU6AwLHIFJ84shKbIAcDUYFBh8G7FqR1TI0Ap2IAHlAZsFFBoapDMwHgEyODhAoAMljcfAhkDgINDoACVkQ6xkDuwQDOMBaXEDAACSIqZVFASQOAp0LGBi4wa4/zMA0gaGwAWwZWApEYPrViIEbLssAdCU7kCfNwOXAYM+hgCQB04okBIxRZiQu2wIgj1eAgT+AwQ9ZHKgEw8F7jI0fI2nlCbjLwMDqwMBZwLDFGkmcgYFvodRzFAGGiYKCQkgivK4o4Y0kQxQTAE2BQ++Wy8ISAAAAAElFTkSuQmCC), где ![~t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAANBAMAAACX52mGAAAAJ1BMVEX///8wMDB0dHTm5uZiYmIiIiJAQECenp4WFhZQUFAMDAy2trYAAAA/OXBtAAAAAXRSTlMAQObYZgAAAD9JREFUCB1jYOBewMDAwNkAJDgmAAmeAgaGspi0DQwMHkAeQySIOA7E3IeBBEsDMwMDawILUK1COQMDu1ABAwAhuQh/3ZHz/wAAAABJRU5ErkJggg==) нечётно. Целое число ![~a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAJBAMAAAD5iKAgAAAAJ1BMVEX///8MDAzm5uYWFha2trbMzMwiIiJQUFBiYmJ0dHRAQECenp4AAAA5VGl+AAAAAXRSTlMAQObYZgAAAD9JREFUCB1jYOBe2VHAwDCNIWYCA8tRBp4ABrYEhj0MDDwNDGUMDDEODBZMDDEKTEc4GRgd2A+5MLCsbCpvAAA6YQwNg2n5iQAAAABJRU5ErkJggg==), ![~1 < a < m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFkAAAAPBAMAAAB98n52AAAAMFBMVEX///8MDAx0dHRiYmIEBASKioqenp62trZQUFAwMDAiIiIWFhbMzMxAQEDm5uYAAADlrOvTAAAAAXRSTlMAQObYZgAAATVJREFUKBWVj79Lw0AYhl+TXlLpGUfXQCZxqZOKIKL/QPY6OBfEDC4WRMHNQbsp2iGLQgVF7KCLcOAkIrhKRbOpIFR06FLF+2kTXewt937P+9xHAni36OFcxz3IL82U/frnoceyqL9r35xlK4A2oyzq2lcH2YbLu/O/0I9d2dbNQjCukltXm8kECY4vh0NOjV2uadmK6buMTp0pZOVquPPdNz5pu/SgGmCVoSMyuUg0mhsMsYeU7c7qBjiEI7ZgqWhQsgjMwD7hs95tn5ruA/lY5knfoA14HRTW+Gi+22oksqRtFIoqjkxJAjRAptFinBob5Fw69AutyFdaaVPdbQxUMUrDlA3niIlyCFtPkbJQvheB/0efjx0byD9+6gWAuy+6leB5XdzyVPg+WFXkEiyPafbf6xsJ1kyVyii8DgAAAABJRU5ErkJggg==), называется **свидетелем простоты**числа ![~m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAJBAMAAAAmxto/AAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAGBJREFUCB1j4LvDt3dl754HDAzc7CcYcjawfmBgeMH/gOEIA4g1wZ6BQZuB14GBgUGKgfMHA4sAkOXLwFfAML9hAgPDVwa2AwyXOB4wMH9gYNrAcJAXaMoBBvYJDDFXGQCaWhhuOtJdRAAAAABJRU5ErkJggg==), если выполняется одно из условий:

* ![~a^t\equiv 1\pmod m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAXBAMAAAD96mDoAAAAMFBMVEX///8wMDCKiooEBAQMDAzm5uYWFha2trbMzMwiIiJQUFBiYmJ0dHRAQECenp4AAAClhF61AAAAAXRSTlMAQObYZgAAAi5JREFUOBGtlD9oFEEUxr/9l9nbP7dnI8FqsRBLsbDRwkYJsXBTWJsqTZoVBLE7GxGUXECE2F0TMWKxwQRBEUcbCQl4aRJDDu8EsRDENOddY3BmbsZz1j22ySvuvffNNz/eDDcLiFgYpqP4bR8FZMiYKkM5JYZErX8/31XlmPw0r7u3NOWD6syaqlR2WqoS2e9qLWu8c5oSqrFCqumsubuoKXe0TjRPNMlRw9ipgsr1mR0dtaTtK0Dhs3REpCsrlQwN5c4qfZT1qXBbrhjvR5ZhpaP8Zn4dyKEs5qi2X0ujMSci5dt0VCUGeXhyc+nBBgV5/iqBu78lUOaqufno/rsYqHSBDTQo/gsdZdUB6xP2qNvDNziXcDPBHN8TWJPYpuQACDOQASJmzIeOihLAruEtcIizwDauyAOejmIcB0d5TVQW8VNynHsiRJdDMc3O8IKhqgPgo3soUQnbewH+LOC3EGVYkSjvmIiCu4qGqDWGCnoMtdBX174CZ4CJpkA1UswXPLDcVPyAGThKTEXUVJiHeQbX6wk/YCNx+oEc65+ko2w2qUTxu9rjd7Uj3H2ENay5MUIKO/V68mWGj0UUHNCIR6hTcKfwFc5ljqoewKY44QMTKUh7/VnGVRbXRPDK6/xe5llG0ALpTHtXd7/8otX9N3W2a6vDH1NQg5Xgxkv2X1HekuxcLDEAP0od0rBbapwsdUjDTJmRtMocat2kqhqTjTF6gfz3g1uwxqV14A/j8ZNLMzt20gAAAABJRU5ErkJggg==)

или

* существует целое число ![~k](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAOBAMAAAAPuiubAAAALVBMVEX///+enp4WFhYEBAQwMDB0dHQMDAxiYmLm5ua2traKiopAQEAiIiLMzMwAAAB6Fuf1AAAAAXRSTlMAQObYZgAAAExJREFUCB1j4D23gQEI+BaAyHkNILIMRDCcBpOvOMI3MHC+aGUxYGDPCOC9wMCjDhLnCz0JJOc1hDE0AJUHMwQAla/hamBIZGCJYgAArgYRBOgD8pMAAAAASUVORK5CYII=), ![~0\leq k<s](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAARBAMAAAC8zuZqAAAAMFBMVEX///+2trZ0dHQWFhaenp4EBAQwMDAiIiKKiooMDAzm5uZQUFBiYmJAQEDMzMwAAAC8sHsbAAAAAXRSTlMAQObYZgAAATVJREFUKBVjYHh7ZgMDKnj+F5UP5XHNYmiHS7AcADN/wAWQGdwJDKwOUAEO2wcgFuMvKB9ErYOzOQ8wsF+A8JisF4AZPBPgsgxvDeFs/gYGNgOIgtkLIKIwnUDesxKIEIh838DAGwBirJkDIkGAv2HRWQhLPBFCM7xWUoCrXG0EFWRgkF+lkArmuOfBxAy4/sFVPoaLMpxcxPAOpKT5FkwhRwGDAFwlg3ghTLz4AJjFGAMTYGD5fg7oKAWYj+Cu/7NZAKyGB+Eg5f8ODMBQYr4A0fzWAmLWL6YJXGAWk80CiMw7BrYCBuSQh/iKZwJTABNEBQc0hMMYOC4wcM1Dis01INPZLzAVdEFUMrDUPgCxshjYgPRbnQ0gDgJwOjAkNcC4jBUglozSPpgAbWhhYxCAhgI2KwC3pEqKcoXvqQAAAABJRU5ErkJggg==), такое, что ![~ a^{2^kt}\equiv m-1\pmod m.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANAAAAAaBAMAAAA0+c+VAAAAMFBMVEX///8EBAQwMDCKiooMDAzm5uYWFha2trbMzMwiIiJQUFBiYmJ0dHRAQECenp4AAAAdozxrAAAAAXRSTlMAQObYZgAAAtVJREFUSA21VU1oE1EQ/vKz2XSTTYoiCCIEBSm1YPQk2EMQpAc9LBpBUHBPHqyHxYtUaLNoqQWRBERE6CEFPSgIQa1SWyX0ItoWS0HxUDR3KQloaTyUOu8l2ezbbLqtkjlkZ775Zr4387IJ0LDRUsPr8DPU4f5W+6DlddCJzTzE8KUcwqUOirDWF5HR3iULUIsdFiojXur9AgTNfxHSPIpseRmXzdTLZGzyvUeNW1oxnegdQ0A+2KPnyK0mccwOtfWlJSHVerhJXSCotpECtdoVgdAuGMvZM+GEPeK+oguQlGiGP8FVB6Qm1NY7+1UQ6jJbmA4hfLcY8tQ5gwWVEQvawvELQmOtTKfQkEXJbm5yvy9pQVs4otDbVqZTyMcpsZWZvMD1X+HGRjyR6J++MHtQSAOi0H1gaHf/9PjCBHBz/glwb/aTzioCLwLzD+7O0dm7Siz+iGyRPd2suMtU+5BxpEShvZTdb6oTyGoxHWlNPoWQziqivh4sF+UKoBYolKuImwx3sYD5C37dQ2iNCk8iUqF33peEmggWUFvd8XgSh8CElDxxunIoixrSODcCpVgFwSJes3yYgxpzxYmoEU4j0k1CZRPRSrZUF9Ko7xlEdCCyRJx4AU/pYTPlADeDICVHPxm4ypK3OFhgrqtQioQ+a4hWy0ZdiPpKVYTydaGsgcG2b0+ogKPEduRFIbY6mogJ8YkyjYkwiEA3HVSrrS6rSetRdk43ixtYph63xZwoNEDJuhC7oxzdkarzgnW6MbwKE1ikOGgoazc43vhQH3Fjq+Nb9uf5whpp5+rYl78uFNAxasZSSOuMXLvg3ggQMqR9kFemnjkanefGuHPAHsiHmWbTlB8b9LZYtggM/84/3hg5cg2rM98oWlj8Y1I6moBPw/U3gA8k9N+W9u6w6k3ZBkMV53Wr6HEDd4zZ/wTci+Uld3ynaL9Xgd+LsM181Gt3U6zRX46yvdJTL01yAAAAAElFTkSuQmCC)

**Теорема Рабина** утверждает, что составное нечётное число ![m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAJBAMAAAAmxto/AAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAF9JREFUCB1j4LvDt3vl3DsPGBh4OcoYjm9ga2BgCJn/gGExA+sHBgaGeAaGbgamBUCWFgPnFwZGBSBLloGvgWG+A5D1jYH9AMNmlgCQWuYNDOVMDAzcBQwcExhyrjAAAF/aFj8q/GVCAAAAAElFTkSuQmCC) имеет не более ![\varphi(m)/4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEIAAAAVBAMAAAAA8SWUAAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAAAZFJREFUKBVVkT1LHFEUhp/9mMzsZmd3O0EI7A+QsCBESDW1BFwbQQhhIfkBUyaSYpsUgsgWSRWRrVLYuKUEglsoWqgZSaGVmWLDpglEEEy6vPfO7lxy4Jz7nPe+c+5lLswinAEzGuRKBkt5X48sVjq5YsEbuP7cYhBrOXHqa4dcWy6olu+cPOeQ2sA0u8qac/hdI06j3DTwSDl2Dq893bXLUDWULZwYxy/4+plCHz70dlevXmxKm1fWU/B8OcI+weQTD2NID+LaNivaPVYWElg2Dg/eU0oaCZX4L0HXOhbluFR2po6UOg1Nq/6mmLKmnefKdR2UZI5qrEFyUGryPebl1KGL3mAcJQ1gD53Cgw4fCe/1LDrF78HO2emfc4KoRHVEMYJGxCle6w1c6H59FOafhgs/NrYgkLAPjwnaHXilgcaQ/fVvh7cDXWoEP+EL5XcRDOGt9uHJbVu1ZTC01ZBCp/LUki1+yy5HTsG8e9f1Xs9y9uKZ/EwXGGVoaiG1XMkWyz09e2TpvzLOOy/Rd3n3D8reVq+7oBbKAAAAAElFTkSuQmCC) различных свидетелей простоты, где ![\varphi(m)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACwAAAAVBAMAAADP3xFXAAAAMFBMVEX///8iIiIMDAxQUFC2trZiYmIWFhbMzMwwMDCKioqenp4EBARAQEDm5uZ0dHQAAADSTEwDAAAAAXRSTlMAQObYZgAAARtJREFUGBlNkDFLw0AYhp82jb3GXtNNcMoPECl0cM0PEKyLk0hBf0BGdcriIIh00EmQTA4udhRB7KDgogYcdDODoougk7j55UJyHtz7Pffw3cdxUC5dApZELVS6E1aIm1i+s7hpkWfLMxZpJ+WhOSxJaqNbHtxeSXkdwyc8XFAbwWF8vPy0tit6Fj1CvZ8wHUF2HrX3WRJ9gwsHOKmf0op+UUOj+7nO6OCD9r6oZ6xI96poL5IQjdPlJWLdaEdaOUWGMDXgCP0jX9JHhQ7ehHoIfsgtbrAF9+i5t+09UPLAM5hH9QawAY9X3wl0JvABlzR25N4YCGSjTeYkS4bSDHLi2mQRKgI3NvzvM1kUU8uMbhXFcGyyiNeK3ZQ/veE5JjEGmdoAAAAASUVORK5CYII=) — функция Эйлера.

**Алгоритмы нахождения взаимно простых больших чисел**

Два числа называются взаимно простыми, если у них нет общих множителей кроме 1. Иными словами, если наибольший общий делитель a и n равен 1. Это записывается как:

.

Взаимно просты числа 15 и 28. 15 и 27 не являются взаимно простыми, а 13 и 500 - являются. Простое число взаимно просто со всеми другими числами, кроме чисел, кратных данному простому числу. Одним из способов вычислить наибольший общий делитель двух чисел является алгоритм Эвклида.

**Алгоритм Евклида для целых чисел**

Пусть *a* и *b* — целые числа, не равные одновременно нулю, и последовательность чисел

![ a > b > r_1 > r_2 > r_3 > r_4 > \cdots >r_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATcAAAASBAMAAADMGoQwAAAAMFBMVEX///8EBASKioowMDAMDAzm5uYWFha2trbMzMwiIiJQUFBiYmJ0dHRAQECenp4AAADvEbPUAAAAAXRSTlMAQObYZgAAAttJREFUSA3NlE1oE0EUgF+TTvO3zUpvHoTkogUVgxfxUnIXZC+FogfBkxgP60m0B1c8FSwpSOlJyUVBTylaQSo0UCiIPwRvYpF49mBQQnvQ1nnvzczOZif0mjnsvP3e9+a9bDYBSK+lf2k2PuT3+IzCk4jITJQbULhggBVYmkWdqhO66+VRIxPYJv841N1KdYqWLmhg7ZZmUafqhO56edTIBLXJX9TTFbrc9+Ga1V+HsaYJ7k7VCd318ghnory72cLzIf+1Rzv4m9sBRctPGZyufYyfotYyr7xt/XEAnKqGCVXX89HW1SSsdu+h2WFFPK9QcL/l1ZhcuU575/jCXwZ4VZo3saoLkTpVBZOqboNViaUTcbvcPviRdt50MHoN5b4ipVsyyEQHED8jCUib9Xs5ZdHmVAnCsMpt7GIVU8JqV1iBX0bLzGD4BLy+RtWKfFQ0azbSDEgLsOzn29DQakWp5TNzCQikwrRRuU2zJl+lP9LEgBcluB0Bvw0vTO5mgOEMZOsKnXyGQXFFPr71SDHIsCbLRFv97chUrPo983EZcocfoTpA1T/oyuFOSIYBLZXAdryaITQEh14jwEAMYKLFZGeD9qm23CYiZqA0aAB+/QeKWmrOfBcKogpiJ2RV16vCeNMJake4GYg9jyJ+P+QpfajSlPxuyZyPx+rhtAZ7EoZin2qTKnxLQlJLUzycqWcnvpoEtru69qELMBkWB3fQUL8sGd0QlxHoHw/wg1DDGY1/NEV5REpdXE1CUmd5OFOPir3iBL4UnUvQB8jtbrxsy7uc+k+T4fKnEKvu9vCKaxsvPFys8d/NWUwNqQJuBwmIqqjQcHE9FcYXK4Ht5o/l63HyyEh/rQmx3BaJe7o5B34nRb3N9e8pOBpkVkqt0dlUxjnc4vyplAj34Bo9+qHMpAsOOeZ2uj35yNwcGZS3vqSd/OFhP00z786nIYitOQcdhQpR9vOo3Hjw/zl9zUYcP7FoAAAAAElFTkSuQmCC)

определена тем, что каждое *rk* — это остаток от деления предпредыдущего числа на предыдущее, а предпоследнее делится на последнее нацело, то есть

Тогда НОД(*a*,*b*), наибольший общий делитель *a* и *b*, равен *rn*, последнему ненулевому члену этой последовательности.

**Алгоритмы возведения в степень в конечном поле**

В системах с открытым ключом активно используется техника возведения в степень в конечном поле или, как ее еще называют, арифметика вычетов. Такой подход позволяет избежать ситуации переполнения разрядной сетки при работе с большими числами.

Арифметика вычетов очень похожа на обычную арифметику: она коммутативна, ассоциативна и дистрибутивна. Кроме того, приведение каждого промежуточного результата по модулю n дает тот же результат, как и выполнение всего вычисления с последующим приведением конечного результата по модулю n.

Вычисление mod n часто используется в криптографии, так как вычисление дискретных логарифмов и квадратных корней mod n может быть нелегкой проблемой. Арифметика вычетов, к тому же, легче реализуется на компьютерах, поскольку она ограничивает диапазон промежуточных значений и результата. Для k-битовых вычетов n, промежуточные результаты любого сложения, вычитание или умножения будут не длиннее, чем 2k бит.

Поэтому в арифметике вычетов мы можем выполнить возведение в степень без огромных промежуточных результатов. Вычисление степени некоторого числа по модулю другого числа, a x mod n, представляет собой просто последовательность умножений и делений, но существуют приемы, ускоряющие это действие. Один из таких приемов стремится минимизировать количество умножений по модулю, другой - оптимизировать отдельные

умножения по модулю. Так как операции дистрибутивны, быстрее выполнить возведение в степень как поток последовательных умножений, каждый раз получая вычеты. Сейчас вы не чувствуете разницы, но она будет заметна при умножении 200-битовых чисел.

Например, если вы хотите вычислить a 8 mod n, не выполняйте наивно семь умножений и одно приведение по модулю:

Вместо этого выполните три меньших умножения и три меньших приведения по модулю:

Точно также,

Вычисление ax , где x не является степенью 2, ненамного труднее.

Двоичная запись представляет x в виде суммы степеней двойки: 25 – это

бинарное 11001, поэтому 25 = 24 + 23 + 20. Поэтому:

С продуманным сохранением промежуточных результатов вам

понадобится только шесть умножений:

Такой прием называется цепочкой сложений, или методом двоичных

квадратов и умножения. Он использует простую и очевидную цепочку

сложений, в основе которой лежит двоичное представление числа.

**Код программы**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Numerics;

using System.Security.Cryptography;

using System.Text;

namespace CommonLibrary

{

// Miller-Rabin primality test as an extension method on the BigInteger type.

// Based on the Ruby implementation on this page.

public static class BigIntegerExtensions

{

public static bool IsProbablePrime(this BigInteger source, int certainty)

{

if (source == 2 || source == 3)

return true;

if (source < 2 || source % 2 == 0)

return false;

BigInteger t = source - 1;

int s = 0;

while (t % 2 == 0)

{

t /= 2;

s += 1;

}

// There is no built-in method for generating random BigInteger values.

// Instead, random BigIntegers are constructed from randomly generated

// byte arrays of the same length as the source.

RandomNumberGenerator rng = RandomNumberGenerator.Create();

byte[] bytes = new byte[source.ToByteArray().LongLength];

BigInteger a;

for (int i = 0; i < certainty; i++)

{

do

{

rng.GetBytes(bytes);

a = new BigInteger(bytes);

} while (a < 2 || a >= source - 2);

BigInteger x = BigInteger.ModPow(a, t, source);

if (x == 1 || x == source - 1)

continue;

for (int r = 1; r < s; r++)

{

x = BigInteger.ModPow(x, 2, source);

if (x == 1)

return false;

if (x == source - 1)

break;

}

if (x != source - 1)

return false;

}

return true;

}

public static BigInteger GenPrimeBigInteger(byte length)

{

RandomNumberGenerator rng = RandomNumberGenerator.Create();

byte[] bytes = new byte[length];

BigInteger a;

int i = 0;

do

{

i++;

rng.GetBytes(bytes);

a = new BigInteger(bytes);

} while (!a.IsProbablePrime(1));

return a;

}

public static BigInteger GenBigInteger(byte length)

{

RandomNumberGenerator rng = RandomNumberGenerator.Create();

byte[] bytes = new byte[length];

BigInteger a;

do

{

rng.GetBytes(bytes);

a = new BigInteger(bytes);

} while (a.Sign != 1);

return a;

}

public static int gcd(int a, int b)

{

while (b != 0)

b = a % (a = b);

return a;

}

public static BigInteger gcd(BigInteger a, BigInteger b)

{

var aa = new BigInteger();

aa = BigInteger.Add(aa, a);

var bb = new BigInteger();

bb = BigInteger.Add(bb, b);

while (bb != 0)

{

var temp = BigInteger.ModPow(aa, 1, bb);

aa = bb;

bb = temp;

}

return aa;

}

public static BigInteger Pow(BigInteger x, BigInteger y)

{

if (y.CompareTo(BigInteger.Zero) < 0)

throw new ArgumentException();

BigInteger z = x; // z will successively become x^2, x^4, x^8, x^16, x^32...

BigInteger result = BigInteger.One;

byte[] bytes = y.ToByteArray();

for (int i = bytes.Length - 1; i >= 0; i--)

{

byte bits = bytes[i];

for (int j = 0; j < 8; j++)

{

if ((bits & 1) != 0)

result = BigInteger.Multiply(result, z);

// short cut out if there are no more bits to handle:

if ((bits >>= 1) == 0 && i == 0)

return result;

z = BigInteger.Multiply(z, z);

}

}

return result;

}

public static Tuple<BigInteger, BigInteger, BigInteger, BigInteger> GenRSAValues(byte lengthKey)

{

var P = BigIntegerExtensions.GenPrimeBigInteger(lengthKey);

var Q = BigIntegerExtensions.GenPrimeBigInteger(lengthKey);

var N = BigInteger.Multiply(P, Q);

var M = BigInteger.Multiply(P - 1, Q - 1);

var a = 8;

var b = 19;

var r = BigIntegerExtensions.gcd(a, b);

BigInteger D = BigInteger.One;

BigInteger E = BigInteger.One;

BigInteger X = BigInteger.One;

int i = 2000000;

do

{

if (i < 1000000)

X = (i++) \* M + 1;

else

{

do

{

D = BigIntegerExtensions.GenBigInteger((byte)(3));

} while (BigIntegerExtensions.gcd(M, D) != 1);

i = 2;

}

} while (BigInteger.ModPow(X, 1, D) != 0);

E = X / D;

return new Tuple<BigInteger, BigInteger, BigInteger, BigInteger>(D, N, E, N);

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace CommonLibrary

{

public static class RabinMiller

{

public static bool IsPrime(int n, int k)

{

if (n < 2)

{

return false;

}

if (n != 2 && n % 2 == 0)

{

return false;

}

int s = n - 1;

while (s % 2 == 0)

{

s >>= 1;

}

Random r = new Random();

for (int i = 0; i < k; i++)

{

double a = r.Next((int)n - 1) + 1;

int temp = s;

int mod = (int)Math.Pow(a, (double)temp) % n;

while (temp != n - 1 && mod != 1 && mod != n - 1)

{

mod = (mod \* mod) % n;

temp = temp \* 2;

}

if (mod != n - 1 && temp % 2 == 0)

{

return false;

}

}

return true;

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Numerics;

using System.Text;

namespace CommonLibrary

{

public static class RSAEx

{

public static BigInteger EnCrypt(BigInteger data, BigInteger D, BigInteger N)

{

var newDatas = BigInteger.ModPow(data, D, N);

return newDatas;

}

public static BigInteger DeCrypt(BigInteger data, BigInteger D, BigInteger N)

{

var newDatas = BigInteger.ModPow(data, D, N);

return newDatas;

}

}

}